Specifically designed for linguists, this book provides an introduction to programming using Python for those with little to no experience with coding. Python is one of the most popular and widely used programming languages as it’s also available for free and runs on any operating system. All examples in the text involve language data and can be adapted or used directly for language research. The text focuses on key language-related issues: searching, text manipulation, text encoding and internet data, providing an excellent resource for language research. More experienced users of Python will also benefit from the advanced chapters on graphical user interfaces and functional programming.
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Preface

This is a book on how to program for linguistic purposes using the Python programming language. In this preface we outline our goals, justify using Python to achieve them, and explain how best to use this book.

Why Do Linguists Need to Learn How to Program?

Programming is an extremely useful skill in many areas of linguistics and in other language-related fields like speech and hearing sciences, psychology, psycholinguistics, and quantitative literary studies.

Within linguistics, it used to be the case that programming skills were required only for computational linguists, but this is far from true these days. Programming now is used in phonology, syntax, morphology, semantics, pragmatics, psycholinguistics, phonetics, discourse analysis, essentially every area of linguistic investigation. This change reflects broader methodological changes in the field, a response to the fact that (i) more and more data are available electronically, and (ii) we have much richer techniques for examining and manipulating massive amounts of electronic data.

Here are some examples of what you can do with fairly modest programming skills:

- Build a simple list of occurring words from a text file written in some language along with the frequency of those words.
- Find items for psycholinguistic or phonetic experiments from text resources, e.g., frequent two-syllable words that begin with a three-consonant cluster and don’t otherwise contain nasal consonants.
- Construct every possible one-syllable word given a set of possible onsets, vowels, and codas.
- Construct every possible two-word compound given a list of words.
- Find the average number of words per sentence from a text corpus and find the longest sentence in that corpus.
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- Build a model of syllabification for some language and syllabify candidate words.
- Find the average length and amplitude for some set of sound files.

This is just a small sample of the sorts of things that programming might help you do as part of your work with language.

Why Is Python a Good Choice?

There is a wide variety of programming languages you might choose to learn and work with. Every language has its virtues, the things that make it a good choice for this or that purpose. The choice of language is a function of three basic factors.

First, what is it that you want to do? Some languages are optimized for different sorts of goals, e.g., writing applications, developing system tools, and scripting. Second, what kind of programming experience do you have? Some languages are relatively easy to pick up and others, not so much. Finally, what kind of programming style do you want to use? Different languages lend themselves to different kinds of programming approaches, e.g., procedural, functional, object-oriented, and parallel.

In this book, we assume that you want to write programs that will let you answer questions about language, programs that may be run only by you. Thus programming languages like java, objective c, or c# that allow you to write full applications are not optimal choices. In addition, we assume that you have little or no prior programming experience. Thus interesting and challenging programming systems like Haskell, Lisp, or Prolog are best left for later.

Consequently, we will use the Python programming language. There are specific reasons for this choice:

- Python is extremely widely used, so you most likely have friends, colleagues, or classmates who use it and so can help you if needed. There are myriad resources on the web that can help as well.
- Python has stable and clear semantics. This means that the meaning and use of Python elements is clearly defined, and you can rely on your programs working as you intend. Similarly, program examples in this text should work exactly as shown on your system.
- Modules. There are tons of optional modules that others have written with useful functions and objects to simplify your programming tasks.
- Python is practical. Python is widely used in many areas, so your language-related programming skills may help you in other domains.
• NLTK. The Natural Language Toolkit is a freely available suite of modules tailored for working with language. You can use these for high-level statistical natural language processing or for simple language-related tasks.

There are some challenges to working with Python too. The biggest is that Python is an object-oriented (OO) programming language, and using it requires that you at least understand what objects are. The language thus lends itself to an OO programming style, but you need not use that specific style at first.

Our approach in this book is to first ignore OO aspects of the language. As we proceed, we introduce what you need to know of the OO system to make use of the concepts introduced to that point. Finally, in the latter part of the book, we explain OO programming in depth. Ultimately, we leave it up to you to decide how much OO programming is necessary for your programming goals.

How This Book Is Different

There are any number of book-length introductions to Python out there. How is this one different?

First, this book is written for linguists and other people who work with language data. What this means is that we give you examples that should make sense to you. If you have specific programs you want to write right away, you may even find some snippet here that (almost) does what you want and can be easily adapted to your purposes.

We continue with the language focus throughout the book. This means that, rather than trying to learn some programming concept exemplified in a program that has no relation to your goals, you can learn critical concepts with programs that are comprehensible and, we hope, useful as well.

Most chapters conclude with an extended example that shows how a larger program should be developed, using the concepts learned in the chapter, and with a focus on some language-related task. All chapters conclude with exercises, and all the exercises are linguistic in their orientation as well.

Another consequence of this approach is that we take a linguistic approach to the structure of Python. As much as possible, we treat it as a language with a syntax and a semantics.

Overview of the Book

The structure of this book is roughly as follows.

First, we introduce the basic syntax and semantics of the language: the primitive elements of the language and how those elements can be combined to make legal statements and larger structures.
As we introduce those topics, we elaborate the imperative semantics of the language, how we can use the specific Python language components covered to achieve different programming goals.

We next consider specific language-related tasks in depth: searching text, manipulating text, internet data, and text encodings.

Finally, we conclude with more advanced discussions of Python objects and OO programming generally, GUI programming, and functional programming. There is a brief appendix outlining the NLTK system as well.

How to Use the Book

The most important thing about using this book is that you should run the programs as you proceed. You can either download them from the book website1 or type them in yourself.

If you have the patience for it, it is much better to type the programs in. This will really help you to notice aspects of the code you might not otherwise see and make the coding process more familiar to you. This will be frustrating and you will make errors as you type things in, but figuring out these errors will really help you learn the material.

It’s also extremely important that you understand the code. You should make sure you understand each code snippet that’s given before you go on – how it works, why it does what it does.

To this end, another really useful thing to do as you proceed is to play with the code. Tweak it in different ways, either to do something you’d rather it do or just to see what happens. (As you’ll see below, the only time you don’t want to do this is when you’re performing file input–output operations where you can accidentally damage or lose things on your computer.)
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