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Foreword

As a broad-faced introduction to object-oriented (OO) technology, this is one of the best books that I have read. It is well written, employing a style that makes it enjoyable to read and easy to understand. Although it covers a diverse range of topics, the coverage is balanced and the topic selection is well chosen.

Topics that usually receive only passing mention in other texts of this kind are included. The first part of the book looks at where we have been in the field and lays a foundation for the rest of the text by introducing general concepts. The second part focuses on architectural issues, and the subjects of object-oriented analysis, design, and patterns are introduced. The author chooses to feature UML notation in the short examples that are presented. The third part introduces OO matrices, user interface design, and OO databases and presents a brief survey of some OO languages. The fourth part of the book focuses on OO testing. All these subjects are covered in much greater detail in more specialized books—but that is to be expected in a book of this kind. Experienced practitioners may object to the omission of important topics and incomplete coverage of some subject areas, but this book is not meant to be a rigorous treatise on object technology; rather, it is a compelling early read for those interested in this area of software development.
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Editor, JOOP
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Preface

This book is about:

- The Unified Modeling Language (UML), and how to use it effectively
- Architecting your applications so that they’re maintainable and extensible
- Analysis, so you know what you have to build
- Design techniques, so that you know how you’re going to build your application
- Creating applications for stand-alone, client/server, and distributed environments
- Using both relational and object-oriented (OO) databases to make your objects persistent
- Collecting the right metrics to improve your development approach
- Applying OO patterns to improve the quality of your applications
- Testing approaches to ensure that your applications work
Preface

• User interface design, so your users can actually work with the systems that you build

• Coding applications in a way that makes them maintainable and extensible

Welcome to Building Object Applications. To make this book easier to work with it is divided into the following five parts:

Part I Introduction
Chapter 1 Where We’ve Been Before—Object-Oriented Concepts and Techniques

Part II Object-Oriented Analysis, Design, and Architecture
Chapter 2 Bubbles and Lines—Useful Diagrams for Object-Oriented Analysis and Design
Chapter 3 Improving Your Design—A Class-Type Architecture
Chapter 4 Reusing Your Development Efforts—Object-Oriented Patterns
Chapter 5 Development in the 90s and Beyond—Designing Distributed Object-Oriented Applications

Part III Object-Oriented Construction
Chapter 6 Measuring and Improving the Quality of Your Work—Object-Oriented Metrics
Chapter 7 Choosing an Object-Oriented Language—Comparing the Leading Languages
Chapter 8 Building Your Application—Effective Object-Oriented Construction Techniques
Chapter 9 Making Your Applications Usable—Object-Oriented User Interface Design
Chapter 10 Making Your Objects Persistent—Object-Orientation and Databases
Chapter 11 Integrating Legacy Code—Wrapping

Part IV Object-Oriented Testing
Chapter 12 Making Sure Your Applications Work—Full Life-Cycle Object-Oriented Testing
Preface

Part V Conclusion

Chapter 13 Where to Go from Here—Personal Success Strategies

Introduction to Building Object Applications

This volume starts where The Object Primer left off—OO design. Well, actually it starts with a review of, and a few improvements to The Object Primer. To keep things simple I purposely left out a few things in the first volume, specifically class methods and class attributes. These two concepts are just too darn confusing for OO beginners, so I skipped them until this book. Besides, I wanted to make sure there was enough new stuff in the first chapter to make reading it worthwhile.

Object-Oriented Analysis, Design, and Architecture

In the second chapter we'll discuss several diagramming techniques that we didn't cover in the first book. We'll also learn some really good tips and techniques to make your diagrams look better, as well as how to convert back and forth from an Ambler Class Model to the notations of the other leading OO methodologies.

Chapter 3 introduces us to an OO class architecture. We'll propose a four-level architecture that actually has five and maybe even six levels, but who's counting? We then get into OO patterns in chapter 4. You've heard a lot about them, you've seen the huge tomes, now it's time to actually find out what this stuff is really all about. Because the proof is always in the pudding, but never in the jelly (for some reason) we'll look at several patterns that are being used in live applications today.

In chapter 5 we'll delve into distributed OO architectures. Because the client/server (C/S) architecture is currently the dominant approach to systems development, I figured we'd better show you how to design for C/S. We'll discuss the seven steps for creating an object-oriented client/server (OOCs) design. C/S can be very complex, and experience has shown that OO is the surest way to guarantee success in a C/S environment. We'll also discuss how OOCs leads to distributed objects, an architecture that is quickly catching on and that is most likely in your future.
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Object-Oriented Construction

Chapter 6 covers object-oriented metrics that you can use both to estimate the size of a project and to evaluate how well you are doing. The design and coding implications that they make are what makes metrics important for developers. Understanding the basis for metrics will help you to improve your development skills.

We're going to spend a fair bit of time talking about OO languages and OO construction issues in chapters 7 and 8, so all you programmers out there might want to skip immediately to those chapters. Although there are a fair number of OO programming languages, we're going to concentrate on Smalltalk, C++, Java, and ObjectCOBOL. We're going to cover a lot of programming tips in these chapters, so I think that you'll really like it.

Chapter 9 covers interface design because it's critical that we design applications that are user-friendly. I begin by arguing that just because you use a graphical-user interface (GUI) it isn't necessarily OO. We'll see designs for both a standard GUI interface for the bank and an object-oriented user interface (OOUI) for it. When you see the difference you'll be astounded.

As saving objects is a reasonably common thing to do, we're going to cover this topic in detail in chapter 10. Relational technology is the reality out there, not object databases, so for most of the chapter I'll assume you're trying to store your objects in a relational database (DB). Unfortunately, this is easier said than done. We're going to discuss issues like OO normalization, converting objects to relational records, inheritance issues, and design issues when using a relational DB to store objects. The chapter ends with a discussion of both object/relational and object databases, what they're all about and where they're going. The bottom line is that object databases are an important topic that must be covered.

Chapter 11 discusses wrapping, which is a technique for getting a few more miles out of your legacy applications. If the legacy applications were horses we would have shot them long ago, but unfortunately we've made a huge investment in them that we'd prefer not to lose.
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Object-Oriented Testing

As testing is always left to the very end of application development, that's exactly where we've put the testing chapter, at the back of the book. Until now, OO testing hasn't been well covered by the mainstream OO methodologies, and that's a problem we want to address. Users really like it when their application works, so it's not a bad idea to test your application before you release it. The bad news is that traditional testing techniques don't always work for OO applications. The good news is that chapter 12 describes several OO testing methods that are quite effective.

Conclusion

In chapter 13 we'll wrap up the book with a few pointers on how to succeed at learning object-oriented development techniques. They might seem obvious, but considering how many people have run into trouble learning this stuff, I highly suggest that you follow the advice in this chapter.

Who Should Read Building Object Applications?

For the most part, this book is geared toward designers, programmers, and testers. Analysts will find this material useful for filling out their knowledge of OO, but probably won't find it directly applicable to their daily jobs. Project managers of OO development teams should definitely read this book to gain a better understanding of what their people are doing.

Why the Unified Modeling Language?

In this book I've decided to move away from my original modeling notation to the Unified Modeling Language (UML), the notation that is quickly becoming the industry standard. I wanted to keep this book as simple as possible to communicate the fundamentals of OO development. I also wanted to do so in a manner that the knowledge you
Preface

Gain is directly applicable on your job. This is why I've adopted the UML, and why I hope that your organization adopts the UML as its standard notation as well. If you've read The Object Primer and have learned my notation, you don't have to worry; in chapters 1 and 2 we'll transition from the Ambler Notation to the UML very smoothly.
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