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practical application, all with the minimum of prerequisites.

The approach is constructive, concrete and algorithmic: a key feature is
that methods are described with reference to actual implementations (for
which code is supplied) that readers can use, modify and experiment with.

This book is ideally suited for those seeking a one-stop source for the gen-
eral area of automated reasoning. It can be used as a reference, or as a place
to learn the fundamentals, either in conjunction with advanced courses or
for self study.

John Harrison is a Principal Engineer at Intel Corporation in Portland,
Oregon. He specialises in formal verification, automated theorem proving,
floating-point arithmetic and mathematical algorithms.

www.cambridge.org© Cambridge University Press

Cambridge University Press
978-0-521-89957-4 - Handbook of Practical Logic and Automated Reasoning
John Harrison
Frontmatter
More information

http://www.cambridge.org/9780521899574
http://www.cambridge.org
http://www.cambridge.org


HANDBOOK OF PRACTICAL LOGIC

AND AUTOMATED REASONING

JOHN HARRISON

www.cambridge.org© Cambridge University Press

Cambridge University Press
978-0-521-89957-4 - Handbook of Practical Logic and Automated Reasoning
John Harrison
Frontmatter
More information

http://www.cambridge.org/9780521899574
http://www.cambridge.org
http://www.cambridge.org


cambridge univers ity press
Cambridge, New York, Melbourne, Madrid, Cape Town, Singapore, São Paulo, Delhi

Cambridge University Press
The Edinburgh Building, Cambridge CB2 8RU, UK

Published in the United States of America by Cambridge University Press, New York

www.cambridge.org
Information on this title: www.cambridge.org/9780521899574

c© J. Harrison 2009

This publication is in copyright. Subject to statutory exception
and to the provisions of relevant collective licensing agreements,

no reproduction of any part may take place without
the written permission of Cambridge University Press.

First published 2009

Printed in the United Kingdom at the University Press, Cambridge

A catalogue record for this publication is available from the British Library

ISBN 978-0-521-89957-4 hardback

Cambridge University Press has no responsibility for
the persistence or accuracy of URLs for external or

third-party internet websites referred to in this publication,
and does not guarantee that any content on such

websites is, or will remain, accurate or appropriate.

www.cambridge.org© Cambridge University Press

Cambridge University Press
978-0-521-89957-4 - Handbook of Practical Logic and Automated Reasoning
John Harrison
Frontmatter
More information

http://www.cambridge.org/9780521899574
http://www.cambridge.org
http://www.cambridge.org


To Porosusha

www.cambridge.org© Cambridge University Press

Cambridge University Press
978-0-521-89957-4 - Handbook of Practical Logic and Automated Reasoning
John Harrison
Frontmatter
More information

http://www.cambridge.org/9780521899574
http://www.cambridge.org
http://www.cambridge.org


When a man Reasoneth, hee does nothing else but conceive a summe totall, from
Addition of parcels.

For as Arithmeticians teach to adde and substract in numbers; so the Geome-
tricians teach the same in lines, figures (solid and superficiall,) angles, proportions,
times, degrees of swiftnesse, force, power, and the like; The Logicians teach the
same in Consequences of words; adding together two Names, to make an Affirma-
tion; and two Affirmations, to make a Syllogisme; and many Syllogismes to make a
Demonstration; and from the summe, or Conclusion of a Syllogisme, they substract
one Proposition, to finde the other.

For REASON, in this sense, is nothing but Reckoning (that is, Adding and Sub-
stracting) of the Consequences of generall names agreed upon, for the marking and
signifying of our thoughts.

And as in Arithmetique, unpractised men must, and Professors themselves may
often erre, and cast up false; so also in any other subject of Reasoning, the ablest,
most attentive, and most practised men, may deceive themselves and inferre false
Conclusions; Not but that Reason it selfe is always Right Reason, as well as Arith-
metique is a certain and infallible Art: But no one mans Reason, nor the Reason of
any one number of men, makes the certaintie; no more than an account is therefore
well cast up, because a great many men have unanimously approved it.

Thomas Hobbes (1588–1697), ‘Leviathan, or The Matter,
Forme, & Power of a Common-Wealth Ecclesiasticall and Civill’.

Printed for ANDREW CROOKE, at the Green Dragon
in St. Pauls Church-yard, 1651.
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Preface

This book is about computer programs that can perform automated rea-
soning. I interpret ‘reasoning’ quite narrowly: the emphasis is on formal
deductive inference rather than, for example, poker playing or medical diag-
nosis. On the other hand I interpret ‘automated’ broadly, to include inter-
active arrangements where a human being and machine reason together,
and I’m always conscious of the applications of deductive reasoning to real-
world problems. Indeed, as well as being inherently fascinating, the subject
is deriving increasing importance from its industrial applications.

This book is intended as a first introduction to the field, and also to logical
reasoning itself. No previous knowledge of mathematical logic is assumed,
although readers will inevitably find some prior experience of mathemat-
ics and of computer programming (especially in a functional language like
OCaml, F#, Standard ML, Haskell or LISP) invaluable. In contrast to the
many specialist texts on the subject, this book aims at a broad and balanced
general introduction, and has two special characteristics.

• Pure logic and automated theorem proving are explained in a closely intertwined
manner. Results in logic are developed with an eye to their role in automated
theorem proving, and wherever possible are developed in an explicitly computa-
tional way.

• Automated theorem proving methods are explained with reference to actual con-
crete implementations, which readers can experiment with if they have convenient
access to a computer. All code is written in the high-level functional language
OCaml.

Although this organization is open to question, I adopted it after care-
ful consideration, and extensive experimentation with alternatives. A more
detailed self-justification follows, but most readers will want to skip straight
to the main content, starting with ‘How to read this book’ on page xvi.

xi
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xii Preface

Ideological orientation

This section explains in more detail the philosophy behind the present text,
and attempts to justify it. I also describe the focus of this book and major
topics that I do not include. To fully appreciate some points made in the
discussion, knowledge of the subject matter is needed. Readers may prefer to
skip or skim this material.

My primary aim has been to present a broad and balanced discussion of
many of the principal results in automated theorem proving. Moreover, read-
ers mainly interested in pure mathematical logic should find that this book
covers most of the traditional results found in mainstream elementary texts
on mathematical logic: compactness, Löwenheim–Skolem, completeness of
proof systems, interpolation, Gödel’s theorems etc. But I consistently strive,
even when it is not directly necessary as part of the code of an automated
prover, to present results in a concrete, explicit and algorithmic fashion, usu-
ally involving real code that can actually be experimented with and used,
at least in principle. For example:

• the proof of the interpolation theorem in Section 5.13 contains an algo-
rithm for constructing interpolants, utilizing earlier theorem proving code;

• decidability based on the finite model property is demonstrated in Section
5.5 by explicitly interleaving proving and refuting code rather than a
general appeal to Theorem 7.13.

I hope that many readers will share my liking for this concrete hands-on
style. Formal logic usually involves a considerable degree of care over tedious
syntactic details. This can be quite painful for the beginner, so teachers
and authors often have to make the unpalatable choice between (i) spelling
everything out in excruciating detail and (ii) waving their hands profusely
to cover over sloppy explanations. While teachers rightly tend to recoil from
(i), my experience of teaching has shown me that many students nevertheless
resent the feeling of never being told the whole story. By implementing things
on a computer, I think we get the best of both worlds: the details are there
in precise formal detail, but we can mostly let the computer worry about
their unpleasant consequences.

It is true that mathematics in the last 150 years has become more
abstractly set-theoretic and less constructive. This is particularly so in con-
temporary model theory, where traditional topics that lie at the historical
root of the subject are being de-emphasized. But I’m not alone in swim-
ming against this tide, for the rise of the computer is helping to restore the
place of explicit algorithmic methods in several areas of mathematics. This is
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Preface xiii

particularly notable in algebraic geometry and related areas (Cox, Little and
O’Shea 1992; Schenk 2003) where computer algebra and specifically Gröbner
bases (see Section 5.11) have made considerable impact. But similar ideas
are being explored in other areas, even in category theory (Rydeheard and
Burstall 1988), often seen as the quintessence of abstract nonconstructive
mathematics. I can do no better than quote Knuth (1974) on the merits of
a concretely algorithmic point of view in mathematics generally:

For three years I taught a sophomore course in abstract algebra for mathematics
majors at Caltech, and the most difficult topic was always the study of “Jordan
canonical forms” for matrices. The third year I tried a new approach, by looking
at the subject algorithmically, and suddenly it became quite clear. The same thing
happened with the discussion of finite groups defined by generators and relations,
and in another course with the reduction theory of binary quadratic forms. By
presenting the subject in terms of algorithms, the purpose and meaning of the
mathematical theorems became transparent.

Later, while writing a book on computer arithmetic [Knuth (1969)], I found that
virtually every theorem in elementary number theory arises in a natural, motivated
way in connection with the problem of making computers do high-speed numerical
calculations. Therefore I believe that the traditional courses in number theory might
well be changed to adopt this point of view, adding a practical motivation to the
already beautiful theory.

In the case of logic, this approach seems especially natural. From the
very earliest days, the development of logic was motivated by the desire
to reduce reasoning to calculation: the word logos, the root of ‘logic’, can
mean not just logical thought but also computation or ‘reckoning’. More
recently, it was decidability questions in logic that led Turing and others to
define precisely the notion of a ‘computable function’ and set up the abstract
models that delimit the range of algorithmic methods. This relationship
between logic and computation, which dates from before the Middle Ages,
has continued to the present day. For example, problems in the design and
verification of computer systems are stimulating more research in logic, while
logical principles are playing an increasingly important role in the design of
programming languages. Thus, logical reasoning can be seen not only as
one of the many beneficiaries of the modern computer age, but as its most
important intellectual wellspring.

Another feature of the present text that some readers may find surprising
is its systematically model-theoretic emphasis; by contrast many other texts
such as Goubault-Larrecq and Mackie (1997) place proof theory at the cen-
tre. I introduce traditional proof systems late (Chapter 6), and I hardly men-
tion, and never exploit, structural properties of natural deduction or sequent
calculus proofs. While these topics are fascinating, I believe that all the tra-
ditional computer-based proof methods for classical logic can be presented
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xiv Preface

perfectly well without them. Indeed the special refutation-complete calculi
for automated theorem proving (binary resolution, hyperresolution, etc.)
also provide strong results on canonical forms for proofs. In some situations
these are even more convenient for theoretical results than results from
Gentzen-style proof theory (Matiyasevich 1975), as with our proof of the
Nullstellensatz in Section 5.10 à la Lifschitz (1980). In any case, the details
of particular proof systems can be much less significant for automated rea-
soning than the way in which the corresponding search space is examined.
Note, for example, how different tableaux and the inverse method are, even
though they can both be understood as search for cut-free sequent proofs.

I wanted to give full, carefully explained code for all the methods described.
(In my experience it’s easy to underestimate the difficulty in passing from a
straightforward-looking algorithm to a concrete implementation.) In order
to present real executable code that’s almost as readable as the kind of
pseudocode often used to describe algorithms, it seemed necessary to use
a very high-level language where concrete issues of data representation and
memory allocation can be ignored. I selected the functional programming
language Objective CAML (OCaml) for this purpose. OCaml is a descen-
dant of Edinburgh ML, a programming language specifically designed for
writing theorem provers, and several major systems are written in it.

A drawback of using OCaml (rather than say, C or Java) is that it will be
unfamiliar to many readers. However, I only use a simple subset, which is
briefly explained in Appendix 2; the code is functional in style with no assign-
ments or sequencing (except for producing diagnostic output). In a few cases
(e.g. threading the state through code for binary decision diagrams), imper-
ative code might have been simpler, but it seemed worthwhile to stick to the
simplest subset possible. Purely functional programming is particularly con-
venient for the kind of tinkering that I hope to encourage, since one doesn’t
have to worry about accidental side-effects of one computation on others.

I will close with a quotation from McCarthy (1963) that nicely encapsu-
lates the philosophy underlying this text, implying as it does the potential
new role of logic as a truly applied science.

It is reasonable to hope that the relationship between computation and mathemat-
ical logic will be as fruitful in the next century as that between analysis and physics
in the last.

What’s not in this book

Although I aim to cover a broad range of topics, selectivity was essential to
prevent the book from becoming unmanageably huge. I focus on theories in
classical one-sorted first-order logic, since in this coherent setting many of
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Preface xv

the central methods of automated reasoning can be displayed. Not without
regret, I have therefore excluded from serious discussion major areas such
as model checking, inductive theorem proving, many-sorted logic, modal
logic, description logics, intuitionistic logic, lambda calculus, higher-order
logic and type theory. I believe, however, that this book will prepare the
reader quite well to proceed with any of those areas, many of which are
best understood precisely in terms of their contrast with classical first-order
logic.

Another guiding principle has been to present topics only when I felt
competent to do so at a fairly elementary level, without undue technicali-
ties or difficult theory. This has meant the neglect of, for example, ordered
paramodulation, cylindrical algebraic decomposition and Gödel’s second
incompleteness theorem. However, in such cases I have tried to give ample
references so that interested readers can go further on their own.
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xvi Preface
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How to read this book
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Preface xvii

To support this, I’ve tried to make some important cross-references explicit,
and to avoid over-elaborate or non-standard notation where possible.

Each chapter ends with a number of exercises. These are almost never
intended to be routine, and some are very difficult. This reflects my belief
that it’s more enjoyable and instructive to solve one really challenging prob-
lem than to plod through a large number of trivial drill exercises. The
reader shouldn’t be discouraged if most of them seem too hard. They are all
optional, i.e. the text can be understood without doing any of them.

The mathematics used in this book

Mathematics plays a double role in this book: the subject matter itself is
treated mathematically, and automated reasoning is also applied to some
problems in mathematics. But for the most part, the mathematical knowl-
edge needed is not all that advanced: basic algebra, sets and functions, induc-
tion, and perhaps most fundamentally, an understanding of the notion of a
proof. In a few places, more sophisticated analysis and algebra are used,
though I have tried to explain most things as I go along. Appendix 1 is a
summary of relevant mathematical background that the reader might refer
to as needed, or even skim through at the outset.

The software in this book

An important part of this book is the associated software, which includes
simple implementations, in the OCaml programming language, of the var-
ious theorem-proving techniques described. Although the book can gener-
ally be understood without detailed study of the code, explanations are
often organized around it, and code is used as a proxy for what would
otherwise be a lengthy and formalistic description of a syntactic process.
(For example, the completeness proof for first-order logic in Sections 6.4–6.8
and the proof of Σ1-completeness of Robinson arithmetic in Section 7.6 are
essentially detailed informal arguments that some specific OCaml functions
always work.) So without at least a weak impressionistic idea of how the
code works, you will probably find some parts of the book heavy going.

Since I expect that many readers will have little or no experience of pro-
gramming, at least in a functional language like OCaml, I have summarized
some of the key ideas in Appendix 2. I don’t delude myself into believing
that reading this short appendix will turn a novice into an accomplished
functional programmer, but I hope it will at least provide some orientation,
and it does include references that the reader can pursue if necessary. In fact,
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xviii Preface

the whole book can be considered an extended case study in functional pro-
gramming, illustrating many important ideas such as structured data types,
recursion, higher-order functions, continuations and abstract data types.

I hope that many readers will not only look at the code, but actually run
it, apply it to new problems, and even try modifying or extending it. To do
any of these, though, you will need an OCaml interpreter (see Appendix 2
again). The theorem-proving code itself is almost entirely listed in piecemeal
fashion within the text. Since the reader will presumably profit little from
actually typing it in, all the code can be downloaded from the website for
this book (www.cambridge.org/9780521899574) and then just loaded into
the OCaml interpreter with a few keystrokes or cut-and-pasted one phrase
at a time.

In the future, I hope to make updates to the code and perhaps ports
to other languages available at the same URL. More details can be found
there about how to run the code, and hence follow along the explanations
given in the book while trying out the code in parallel, but I’ll just mention
a couple of important points here. Probably the easiest way to proceed
is to load the entire code associated with this book, e.g. by starting the
OCaml interpreter ocaml in the directory (folder) containing the code and
typing:

#use "init.ml";;

The default environment is set up to automatically parse anything in
French-style �quotations� as a first-order formula. To use some code in
Chapter 1 you will need to change this to parse arithmetic expressions:

let default_parser = make_parser parse_expression;;

and to use some code in Chapter 2 on propositional logic, you will need to
change it to parse propositional formulas:

let default_parser = parse_prop_formula;;

Otherwise, you can more or less dip into any parts of the code that interest
you. In a very few cases, a basic version of a function is defined first as part of
the expository flow but later replaced by a more elaborate or efficient version
with the same name. The default environment in such cases will always give
you the latest one, and if you want to follow the exposition conscientiously
you may want to cut-and-paste the earlier version from its source file.

The code is mainly intended to serve a pedagogical purpose, and I have
always given clarity and/or brevity priority over efficiency. Still, it sometimes
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Preface xix

might be genuinely useful for applications. In any case, before using it, please
pay careful attention to the (minimal) legal restrictions listed on the website.
Note also that St̊almarck’s algorithm (Section 2.10) is patented, so the code
in the file stal.ml should not be used for commercial applications.
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