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Foreword

This book continues a new approach to understanding the key development issues that constantly distract important software projects from delivering effective software, because they aren’t documented in most organizations. It has been known for many years that an effective software development lifecycle will deliver good software with fewer defects than the uncontrolled random iteration of code and requirement. The initial book defined the core development stages and lifecycle. The second volume provides the management, testing, and delivery phases of development.

The world of software and system development is changing. Tools and languages are starting to gain de facto standards that are allowing projects to develop the more complex systems being demanded by the business and end users. As more people join the software industry, experience is being stretched and it is becoming more difficult to find senior developers with more than three strong projects behind them. Communicating experience is becoming one of the most important success factors to most development teams. Quality systems are fine for defining the letter of the law and rules that must be obeyed to keep a project on track, but they often miss the guidance and explanation of why it
Foreword
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is important to follow the steps outlined in their often hundreds of pages. These can make quality systems very unapproachable by the average developer.

Scott’s book provides an intuitive and clearly written guide to the key issues, concepts, deliverables and processes needed to deliver a successful project. He writes as if he is your own personal mentor, sitting next to you, answering the questions that face every project, team, manager, and developer.

The book uses the new and evolving form of patterns to structure and communicate a wide range of personal experience and best practice—the things those most seasoned system and software professionals all know, but progressively forget to communicate to the teams and developers they work with. “It’s common knowledge” is often the excuse, but the pace of software development and the constantly changing faces in many companies means that it becomes common to only a few. This book and its predecessor provides a wealth of real practical knowledge that every developer needs but often misses out on.

With this book Scott has set a foundation of a next generation of process and pattern development that will evolve, I believe, toward a standard way of describing, documenting, and structuring experience and knowledge about software and system development processes. There is still much work to be done in this arena, but this book (and its companion) will provide an invaluable reference of concepts and processes that will allow many projects to recognize and formalize their own development process.

I would expect that many IT professionals will recognize much of the advice within the book, but will gain considerably for being able to read and relate the knowledge with a development lifecycle. By following the patterns presented in the book and balancing the forces and drivers of their own project, they will improve not only their own personal performance and effectiveness, but will start to raise the process maturity of the team and project they apply the process patterns to.

Don Kavanagh,
Principal Methodologist, SSA Object Technology
Preface

Organizations have moved beyond the pilot project stage and are now using object technology to build large-scale, mission-critical business applications. Unfortunately they are finding that the processes that proved so successful on small, proof-of-concept projects do not scale very well for real-world development. Today’s organization needs a collection of proven techniques for managing the complexities of large-scale, object-oriented software development projects: a collection of process patterns. A process pattern describes a collection of general techniques, actions, and/or tasks for developing object-oriented software. In many ways process patterns are the reusable building blocks from which your organization can tailor a mature software process. To be fair, however, it isn’t enough to just have a collection of process patterns, you must have a pattern language of process patterns that fit together as a consistent whole, that form a complete software process. That is what Process Patterns and its sister book More Process Patterns provide.

The object-oriented software process (OOSP) presented in these two volumes is a collection of process patterns that are geared toward medium to large-size organizations that need to develop
Preface
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software to support their main line of business. Although the OOSP could easily be modified for the development of shrink-wrapped software, I would rather point you in the direction of the Unified software process. The Unified software process was created by a leading maker of shrink-wrapped development tools. There is no such thing as a one-size-fits-all process, and the OOSP is just one of several approaches to developing object-oriented (OO) software.

I have chosen to describe the OOSP as a collection of process patterns that have been proven in practice: they are not the theoretical musings of an ivory-tower academic who has never built software. The OOSP provides a framework which addresses issues such as how to:

• successfully deliver large applications using object technology
• develop applications that are truly easy to maintain and enhance
• manage these projects
• ensure that your development efforts are of high quality.

Dispelling Industry Myths

These two books actively attack several myths of the object industry. First, the belief that object development is a purely iterative process is questionable at best. Although this might appear to be true for small pilot projects using OO technology, the reality for large-scale, mission-critical applications is that the OO development process is serial in the large and iterative in the small, delivering incremental releases over time. At the time of this writing, the interesting thing is that the Unified software process is in fact based on this concept, although they still claim that they have an incremental process. Oh well; old myths die hard, I guess.

Second, these books also disprove the myth that you can do less testing when you use OO technology. The reality is that the exact opposite is true: you need to do more. One of my fundamental beliefs, a belief shared by the vast majority of professional
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software engineers, is that testing and quality assurance should be performed throughout the entire development process, not just at the end of it. Furthermore, the reality of incremental development is that you need to perform more regression testing than with single-shot, "big-bang" development.

Third, these two books disprove the myth that we only need to be concerned with development issues while building an application. The reality is that the concerns of maintenance and support are just as important, if not more so, than those of development. The OOSP explicitly includes both maintenance and support as part of the project life cycle, so as to put it in the face of everyone involved in the development process. There is a saying in the computer industry: A good developer knows that there is more to development than programming; a great developer knows that there is more to development than development.

Fourth, I hope that these books disprove the myth that processes only result in needless paperwork. My experience has been that process patterns, when applied intelligently, increase the productivity of developers. My experience has also been that when process patterns are applied less than intelligently — that when the paper pushers have too much influence in an organization — they can decrease your productivity. The process patterns of the OOSP pattern language have been proven to work in practice — how you choose to implement them will determine how successful you are. Organizations that keep the end goal in mind — that of developing, maintaining, and supporting software that fulfills the needs of their user community — will be successful with process patterns. Those that follow processes simply for the sake of following processes are likely to fail.

The Object-Oriented Software Process (OOSP)

So what do these books cover? First of all, they are organized by the four serial phases of OO development: Initiate, Construct, Deliver, and Maintain and Support. Second, each phase is then divided further into its iterative stages. As a result, the two books are organized into the following chapters: